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Introduction 
 

Mobile robots have been used effectively in the last 

decade to perform important tasks in many fields, 

including military, industrial, and security environments 

[1,2]. In recent years, as more and more application areas 

have been opened for robots, production efficiency has 

increased, manpower has decreased and working 

environments have improved [3]. There are many types 

of robots and their tasks. Automating operations like 

material handling in warehouses, luggage collecting at 

airports, and mobile security inspection robots are 

common uses for ground robots. Underwater robots are 

commonly used to perform sampling, testing, 

installation, maintenance, and overhaul of groundwater 

environments, marine environments, and lake and river 

water environments. Aerial robots are often used to 

perform aerial search and rescue, search terrain data 

collection, airborne remote sensing, and other tasks [4,5]. 

Among these, wheeled mobile robots are used in most 

applications due to their many advantages such as being 

fast, having high accuracy, and performing repetitive and 

difficult tasks easily. These robots are divided into 

holonomic and non-holonomic wheeled mobile robots. 

While non-holonomic robots have 2 degrees of freedom 

(DOF) linear movement in the x-axis and rotational 

movement in the z-axis, holonomic robots have 3 degrees 

of freedom because they can also move in the y-axis [6]. 

Holonomic robots are also called mechanum and omni-

wheel. Although these seem more advantageous, their 

disadvantages are that they are expensive, slow, and 

slippage [7]. Non-holonomic robots are generally used 

with differential drive and are called differential drive 

wheeled mobile robots (DDWMR). DDWMRs can be 

designed as 2-wheel [8], 3-wheel [9], 4-wheel [10] or 6-

wheel [11]. 3-wheeled DDWMRs, which can be 

controlled more easily thanks to their high 

maneuverability, are widely used. It consists of two 

motorized wheels and one caster wheel [12]. 

 

One of the most fundamental issues that need to be solved 

for mobile robots to move and explore on their own in 

complex environments is path planning [13]. The mobile 

robot searches for an optimal or suboptimal path from the 

initial state to the goal state based on certain performance 

criteria. This is known as the path planning problem [14]. 
When used properly, path planning techniques for mobile 

robots can save wear and tear as well as capital costs and 

save a lot of time. Therefore, the correct choice of 

navigation technique is the most important step in robot 
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path planning [15]. There are many position control 

algorithms such as improved Monte Carlo, pure pursuit, 

Markov, and Kalman filtering [16]. Of these, the pure 

pursuit algorithm (PPA) is one of the first. In essence, it 

is an algorithm that moves to a predetermined point in the 

distance, concentrates on it, and then approximates its 

trajectory [17]. 

 

In addition to robot design and control, information 

exchange and control parameters must be sent between 

the robot and the user. In simulation studies, this process 

is done directly through the program. However, in 

practical studies, it can be sent remotely via a computer 

or a console. However, in this case, since additional 

hardware is needed, it would be more appropriate to use 

Android applications in terms of both reducing cost and 

ease of use. Billions of people around the world use 

smartphones and this number is increasing rapidly every 

day. For this reason, mobile applications are preferred for 

remote access in terms of ease of development. With a 

single application on a device, other devices can be 

efficiently managed and monitored [18]. The majority of 

these devices used are devices with the Android 

operating system. MIT App Inventor, which enables the 

creation of application software for Android systems, is 

an application originally provided by Google and now 

maintained by the Massachusetts Institute of Technology 

(MIT). It uses a graphical interface very similar to a 

block-based visual programming language and allows 

users to drag and drop visual objects to create an 

application that can run on the Android system [19]. 
Robot control with Android applications has received a 

lot of attention in the literature since Android phones and 

robot studies have become more and more important in 

today's world. Aktas et al. [20], in their study, controlled 

the mobile robot they created with a 3D printer using Wi-

Fi and Bluetooth communication with an Android 

application. Fahmidur et al. [21] controlled the robot via 

Bluetooth by mirroring the Android phone screen to the 

computer with the Mobizen application. Sıngporn and 

Kamon [22] used the MIT App Inventor platform to 

create a mobile application interface that controls a line-

following delivery robot via Bluetooth. Bingöl et al. [23] 

conducted a study on Bluetooth-controlled wheelchair 

control with an Android device to facilitate the lives of 

disabled people. Saravanan et al. [24] studied robot 

control with voice using Arduino and Android platforms. 

 

In this study, the pure pursuit algorithm was used to 

control the 3-wheeled DDWMR's position. In contrast to 

the research in the literature, the algorithm input is 

provided with a path rather than a few coordinate notices 

where the robot is given directions to move. An Android 

application that was developed was used to carry out this 

path. The application interface has a coordinate system 

on which the user can design the path they want the robot 

to take. They can choose three different colors and the 

appropriate thickness for their path. He/she can also snap 

a photo of the area wishes to to go by turning on the 

camera, and then use that image to design a reference 

path. The x and y coordinate values of the created 

reference are stored for a certain period with the Android 

application and when the send button is pressed, they are 

automatically transferred to the Excel table in Google 

Spreadsheets, thanks to the easy sharing and real-time 

editing feature [25]. Arrays were created for x and y 

coordinates with these values taken from Spreadsheets in 

the MATLAB program, and these values were applied to 

the PPA as a waypoint in the control simulation created 

in MATLAB/Simulink and the robot was controlled. 

Position controls were provided by sending different 

paths, and error analyses were also performed by 

repeating the examinations between the reference path 

sent from the device and the actual movement for 

different lookahead values. 

 

Differential drive wheeled mobile robot  
 

In this study, a 3-wheeled mobile robot was used. While 

there is a standard wheel connected to the right and left 

motors, there is a caster wheel on the front of the robot 

that can rotate freely and ensure the balance of the robot. 

Since it is a non-holonomic robot, it has 2 DOF. For this 

reason, it can move linearly in the x-axis and rotationally 

in the z-axis according to the {R} coordinate, as seen in 

Figure 1. The linear speeds of the right and left motors 

are VR and VL, respectively, and they depend on the 

radius (r) and angular speed of the wheels, as shown in 

Equation 1. 

𝑉𝑅 = 𝑟. 𝑤𝑅     ,      𝑉𝐿 = 𝑟. 𝑤𝐿 (1) 

The linear speed of the robot is the average speed of the 

speeds in the x and y axes. However, since the speed of 

the robot on the y-axis is zero, that is, there is no lateral 

slip, the average of the right and left linear speeds gives 

the linear speed of the robot as in Equation 2. 

𝑉 = 𝑉𝑥 =
𝑉𝑅 + 𝑉𝐿

2
=

𝑟

2
(𝑤𝑅 + 𝑤𝐿)  

(2) 

The rotation of the robot occurs in a semicircle according 

to the effect of the linear speed on the wheels on the 

center of gravity of the mobile robot. When moving on 

the circle, clockwise is negative, and counterclockwise is 

positive. In this case, the angular speed of the robot is 

calculated according to Equation 3. 

𝑤 =
𝑉𝑅 − 𝑉𝐿

𝐿
=

𝑟

𝐿
(𝑤𝑅 − 𝑤𝐿)   

(3) 

If the angular velocities of the wheels are distinguished 

from the equations created here, the inverse kinematic 

equations in Equations 4 and 5 are obtained. 
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𝑤𝐿 =
1

𝑟
(𝑉 −

𝑤𝐿

2
)   

(4) 

 

𝑤𝑅 =
1

𝑟
(𝑉 +

𝑤𝐿

2
)   

(5) 

 

where w is the angular speed of the robot (rad/sec), V is 

the linear speed of the robot (m/s), L is the distance 

between the two wheels (m), and wL and wR are the 

angular speeds of the left and right wheels (rad/sec), 

respectively. 
 

 
Figure 1. DDWMR motion axis 

 
Looking at the forward kinematic equations in Equations 

2 and 3, it is necessary to adjust the angular velocities of 

the wheels to control the linear and angular velocities of 

the robot. If the motors to which the wheels are connected 

are adjusted in the opposite direction and at the same 

speed, the robot goes forward or backward. If it is turned 

in the same direction, the robot moves by turning right or 

left. 

 

Pure pursuit algorithm 
 

The main purpose of position control algorithms is to 

ensure that the mobile robot moves without deviating 

from the path. There are many predictive, probabilistic, 

and geometric-based algorithms developed for this 

purpose. PPA is a geometric-based algorithm developed 

in the 1980s for this purpose [26]. The basic logic of the 

PPA is to determine a lookahead at which it will move, 

as in humans, and to move by adjusting its speed and 

orientation to the target point according to its location. It 

consists of two inputs, the robot's position and target 

position, and two outputs, the robot's linear and angular 

speed. As seen in Figure 2, the shortest distance is 

calculated according to the current position of the robot 

xr, yr, and the target points given to the robot, xa and ya, 

as in Equation 6. After the angle between the robot's 

position and the target is calculated with Equation 7, the 

algorithm determines at what linear and angular speeds 

the robot will move at its output. These speed values are 

converted into angular velocities for the motors with 

inverse kinematic equations and this information is sent 

to the motors. It reaches the final point by updating this 

information during movement [27]. 
 

 
 

Figure 2. Pure Pursuit approach 

𝑑 = √(𝑥𝑟 − 𝑥𝑎)2 + (𝑦𝑟 − 𝑦𝑎)2     (6) 

 

𝜃 = 𝑎𝑡𝑎𝑛2((𝑦𝑎 − 𝑦𝑟), (𝑥𝑎 − 𝑥𝑟))    (7) 

where d is the closest distance between two points, and 

theta angle represents the angle between two points. The 

lookahead parameter has an important place for 

calculations close to the trajectory. When the lookahead 

parameter is selected large, a wider-angle, smoother, and 

less oscillating path is followed, as shown in Figure 3 (a). 

However, in this case, since there will be a lot of 

deviation from the trajectory in sharp turns, the 

movement route will be longer, and undesirable long-

distance advances will occur. When the lookahead 

parameter is selected small, oscillations will occur as 

maneuvers will be made to each viewpoint, as shown in 

Figure 3 (b). Increasing the oscillation will cause the 

motors to make sudden speed changes. For these reasons, 

choosing the lookahead parameter correctly for the 

trajectories used will increase performance [28]. 
 

 

(a) 

 

(b) 

Figure 3. Use of the Lookahead parameter a) large 

lookahead, b) small lookahead 
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Android application 
 

An Android-based application has been developed to 

send the reference path that the robot will follow. The 

application's main screen is shown in Figure 4 (a). An 

area of 10 m was created for four regions of the 

coordinate plane. Here, the user has the option of by hand 

or by using a stylus to draw the course he/she wishes the 

robot to go. Red, blue, and green colors can be selected 

with the three color buttons located under the drawing 

area. When the camera button is pressed, the camera is 

turned on and the photo taken is displayed in the drawing 

area. In this case, the user can draw a path on the 

photograph taken as in Figure 4 (b). Additionally, line 

thickness can be increased or decreased with the 

expansion and reduction buttons. The drawing screen can 

also be cleared with the clear button. The information on 

the drawn path is kept as a list in the background, as seen 

in the instant x-y coordinate information window above. 

When the send button at the bottom is pressed, this list is 

transferred to the file created in Google Spreadsheets 

with information notes in Figure 4 (c). 

 

            
 (a)                                        (b) 

       
(c) 

Figure 4. Android application main screen a) drawing on the 

coordinate axis, b) drawing on the camera image c) 

information share notes 

 

 

As shown in the appendices, the application software can be 

separated into three main parts. Those that follow: 

 

1. Initial variables and settings are made in this 

section. This is where lists, main screen settings, 

and axis information beginning values are 

configured. 

2. The part where the button and its operations take 

place. This is the section where the operations that 

will take place when the buttons on the main screen 

are pressed. 

3. This is the part used for situations that occur at the 

time of drawing. It contains the actions that will 

occur when the ball moves in the drawing area. 
 

Acquisition of data and modeling of control 

There are two steps to this section of the study. As illustrated 

in the workflow diagram in Figure 5, the first section involves 

obtaining the data from Google Spreadsheets, assigning 

reference values to arrays, and graphing the Simulink data. 

Using the provided coordinate data and the simulation shown 

in Figure 6, the second phase involves using the PPA. 

Start

Take datas from 

Google Spreadsheet

Split x and y axes from 

values in table

Go to simulink

End

Adjust simulink 

settings

Take robot datas from 

simulink

Draw graphs

 

Figure 5. The process of visualizing the outcomes after 

importing data from Google Spreadsheets 
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Figure 6. Robot control blocks in Simulink 

 

Instant pose information taken from the robot and reference 

points taken from the m-file were given as input to the PPA, 

and the reference linear and angular velocities of the robot 

were taken from the output. These values were converted 

into right and left motor reference speeds with inverse 

kinematic equations, and the motors whose blocks are given 

in Figure 7 were controlled with the PID controller. The 

instantaneous speed information of the motors was applied 

as input to the DD block and was converted back into robot 

linear and angular speed with the forward kinematic 

equations in Equations 2 and 3. By multiplying these 

velocities with the rotation matrix in Equation 8, the 

velocities in the x and y directions and the angular velocity 

were found. At the DD block output, position and angle 

information was obtained by taking their integrals. Since the 

robot is 2-DOF, the speed in the y direction is zero. 

𝑃𝑜𝑠𝑒 = ∫ [
𝐶𝑜𝑠(𝑡𝑡) −𝑆𝑖𝑛(𝑡𝑡) 0

𝑆𝑖𝑛(𝑡𝑡) 𝐶𝑜𝑠(𝑡𝑡) 0
0 0 1

] . [
𝑉𝑥

0
𝑤

]    (8) 

By comparing the last reference information and location 

information, the simulation was stopped with the stop block 

when the desired range was reached. Robot information was 

collected via the “to workspace” block and transferred to m-

file and graphs of the data were drawn. 

 

Figure 7: Motor blocks 

 

Implementation of Android application and PPA 

 

Figure 8 illustrates the system's general functioning concept. 

Through Wi-Fi, the data from the path painted on the 

Android device was sent to Google Spreadsheets. These data 

were parsed into x and y arrays after being imported into 

MATLAB via Wi-Fi using a program written in an m-file. 

The created coordinate data was transferred to the Simulink 

program and applied as input data to the pure pursuit 

algorithm. When the location control was completed, the 

data was transferred back to the m-file, and graphs were 

drawn. Android device and MATLAB outputs for different 

reference paths are presented in Figure 9. 
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Google 

spreadsheets

m-file

 

Figure 8. Block diagram of the connection between MATLAB and Android device 

 

            

 

(a) 

 

(b) 

Figure 9. Results for different reference paths a) In the 

coordinate system and b) in the camera view 

 

 

 

 

Figure 10. Reference path sent for robot position control 

Using the reference path shown in Figure 10, position control 

was carried out for a maximum of 3 rad/s angular speed, 0.2 

m/s linear speed, and 0.1 m lookahead distance. The results, 

which indicate the robot position, position error, and wheel 

speeds in Figure 11, were obtained. 



DUJE ( Dicle Üniversitesi Mühendislik Dergisi) 15:1 (2024) Sayfa 119-129 

 

125 
 

(a)            

(b)  

(c)          

(d)  

Figure 11. DDWMR position control results: a) path 

tracking, b) Path tracking error,  c) left wheel velocity, d) 

right wheel velocity 

 

 

Analyzing the data shows that the robot followed the 

reference path with a mean error of 0.0034 m and a 

maximum error of 0.0113 m. The robot's left wheel followed 

the reference with an angular velocity error of 1.14 rad/s and 

its right wheel followed the reference with an angular 

velocity error of 1.7 rad/s for the remaining states after the 

inertia from the initial movement was eliminated. Figures 12 

and 13 show the results for various lookahead distances and 

the same reference road. 

Figure 12. Position control of DDWMR for Lookahead=0.3 

m 

Table 1. Robot position errors according to different 

lookahead distances 

Lookahead 

(m) 

Maximum error 

(m) 
Mean error (m) 

0.1 0.011 0.0034 

0.3 0.0113 0.010 

0.5 0.0644 0.0243 

0.75 0.1118 0.0513 

1 0.1759 0.0886 
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Figure 13. Position control of DDWMR for Lookahead=1 m 

The largest difference between the reference path and the 

actual path was 0.034 m, and the mean error was 0.010 m 

when the lookahead distance was set to 0.3 m. The maximum 

and mean errors for the identical scenario, where the 

lookahead distance is established for 0.5 m, 0.75 m, and 1 m 

values, are shown in Table 1. 

As can be seen from the table, as the lookahead value 

increases, the error values between the reference and actual 

position values also increase since the robot follows the 

reference values from a farther distance. 

Conclusion 

In the present study, the pure pursuit algorithm was used to 

control the position of a non-holonomic robot, and an 

Android application was created to ascertain the reference 

path. The reference path that the robot wishes to follow in 

the application created with MIT App Inventor is drawn on 

the coordinate axis in the drawing area or on an image that 

can be captured by the camera. Every 500 ms, the path's x 

and y coordinate values were obtained and added to an array. 

These coordinate data were transferred via Wi-Fi to the 

previously established and configured Google Spreadsheet 

when the application's send button was activated. With the 

aid of code, these values which became available in Google 

Spreadsheets over Wi-Fi were moved to a MATLAB m-file, 

and the axes were split. These reference values were used as 

waypoints in a MATLAB/Simulink using an m-file to enable 

pure pursuit to control the robot's location and PID to control 

its speed. The simulation's output data were imported back 

into the m-file, where graphs showing the robot's position, 

velocity, and error values were created. It was observed in 

the study that the controllers successfully controlled the 

robot's position and that the data was accurately sent from 

the Android application. Furthermore, it has been observed 

that as the lookahead distance increases, the robot's reference 

tracking error increases. One of the study's advantages is that 

reference values may be sent to the robot without the 

requirement for extra equipment. Both the need for extra 

modules and the Bluetooth short-range reception issue are 

avoided by using the internet for communication instead of 

Bluetooth. In addition, when the period time is reduced to get 

more data from the drawing screen in the Android 

application, errors occur because values are added to the lists 

at the same time while drawing. In addition, when drawing 

slowly to get more data, deviations occur in the data because 

it detects different points on the finger. For this reason, 500 

ms was determined as the optimum time to get more accurate 

results with a fast drawing. Since the reference coordinates 

are very close to each other, it moves in constant oscillation 

as it changes direction at a value very close to the reference 

at lookahead values below 0.1 m. Therefore, the value of 0.1 

m was determined as the lower limit for this study. 
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(c)

a) Initial screen settings, b) button functions, and c) drawing area blocks 

 

 

 


